Anvik, John

2019

Program wars: a card game for learning programming and cybersecurity concepts

Department of Mathematics and Computer Science

https://hdl.handle.net/10133/5544

Downloaded from OPUS, University of Lethbridge Research Repository
Program Wars
A Card Game for Learning Programming and Cybersecurity Concepts

John Anvik  
University of Lethbridge  
john.anvik@uleth.ca

Vincent Cote  
University of Lethbridge  
vincent.cote@uleth.ca

Jace Riehl  
University of Lethbridge  
jace.riehl@uleth.ca

ABSTRACT
Although there are many learning games and environments with the goal of teaching programming, such games typically require the person to either learn an existing programming language or the game’s own specialized language. This can be intimidating, confusing or frustrating for an individual when they cannot get their “program” to work correctly (e.g. syntax error, infinite loop). Additionally, such games commonly use a puzzle-solving approach that does not appeal to some demographics.

This paper presents a programming-language-independent approach to teaching fundamental programming and cybersecurity concepts using simple vocabulary. This approach also uses the familiar activity of playing cards against opponents to create a more dynamic and engaging learning experience. The approach is demonstrated by a web-based game called Program Wars. Results from a user study show that players are able to effectively connect game concepts to actual programming language structures; however, whether players’ comprehension of computer programming is improved is unclear.
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1 INTRODUCTION
Although there are many learning games and environments with the goal of teaching computer science concepts [4, 9, 13, 22] and software engineering [2, 7, 14, 17], those that focus on teaching programming typically fail in two respects.

First, most such games require the user to either learn an existing programming language (e.g. Javascript, Python, C) or their own specialized language (e.g. Scratch [21] or Alice [20]). For an individual not familiar with programming structures, it can be intimidating, confusing or frustrating when they cannot get their “program” to work correctly. For example, novices commonly create syntax errors when they do not understand the “programming language”, or they create logical errors, such as an infinite loop. Bromwich et al. [5] observed that many educational programming languages and environments are often overly ambitious in what they teach.

Second, the gameplay generally falls into one of two different game styles: puzzle solving or sandbox. The premise of puzzle-solving style games tends to be a variation of getting a robot to navigate a maze, a problem domain that does not appeal to some demographics, such as females [18]. Sandbox games attempt to address this limitation by allowing the individual to create their own stories in an open-ended way, thereby connecting to an individual’s interests. However, such flexibility requires the guidance of the individual by an outside influence, such as a teacher, to ensure the progression of learning [5].

Program Wars1 is a web-based card game for teaching or reinforcing the fundamental concepts of programming and cybersecurity to those with limited or no programming experience. Being web-based, it is freely available for use by any institution wishing to adopt it.2

In the game, players construct a computer program that meets or exceeds a goal number of statements. Players build their program using “instruction” cards and “repetition” cards. Some repetition cards allow the player to change the number of repetitions using “variable” cards. Players can also “group” instructions to protect portions of their program from being cyberattacked (i.e. “hacked”).

Program Wars addresses both of the above limitations. First, Program Wars addresses the problem that “the bad usability of programming languages increases [the] difficulty [of learning programming].” [12]. It does this by using a programming-language-independent approach that focuses on the fundamental programming language concepts using a simple vocabulary (e.g. “instruction”, “group”, “repeat”). Second, Program Wars uses the familiar activity of playing cards, a game type that has been previously used for teaching such topics as algorithm analysis and design [8] and software engineering [1, 3, 19]. This game type has been found to have more general and long-term appeal [6, 11, 15, 16, 18] than solving a maze. In Program Wars the player faces one or more AI opponents for a dynamic and engaging learning experience.

Program Wars is similar in teaching scope to VISPROCON [5], which also focuses on only teaching the concepts of sequences, loops, and conditionals. Whereas VISPROCON uses the play model of navigating a robot through a maze, Program Wars uses the play model of a card game.

A pilot user study with non-computer science undergraduates was conducted to answer three research questions (see Section 3).

---

1https://github.com/johnanvik/program-wars
2https://programming-wars.firebaseapp.com/
2 PROGRAM WARS

This section presents a high-level view of the gameplay and a detailed description of the basic cards in Program Wars. Advanced cards are presented in Section 5.

2.1 Overview of Gameplay

At the start of Program Wars, the player chooses the target number of points (e.g. 35, 75, 105) and the number of opponents (1-3) against which they wish to play (the deck size is proportional to the number of players). Each player is dealt six cards and on each turn receives another card from the deck.

The gameplay of Program Wars is made up of a series of rounds in which each player has a turn. On a turn, a player can either play or discard a card from their hand. To win, a player needs to create a program that reaches a minimum number of points for the currently selected branch (see Section 2.2.1). The points are the total number of instructions that would be executed by the computer. Players use a variety of means to accumulate points, all the while fending off attacks from the other players. As the check for a winner happens at the end of each round, it is possible for more than one player to complete their program and win the game.

The player builds their program using the basic building blocks of any program: instructions, groups of instructions, repetition, and branching. Also, the player can launch a cyberattack at an opponent, or prepare a defence against their opponents. This section describes each of the cards in the game and their relation to computer science concepts.

### 2.2 Game Cards and Areas

The player builds their program using the basic building blocks of any program: instructions, groups of instructions, repetition, and branching. Also, the player can launch a cyberattack at an opponent, or prepare a defence against their opponents. This section describes each of the cards in the game and their relation to computer science concepts.

#### 2.2.1 Branching

The programming concept of branching or paths is represented in the game by two playing areas, each representing the ‘True’ and ‘False’ path of the traditional if-then conditional statement. At the start of each round in the game, one of the two playing areas is randomly selected to be the ‘active’ branch and players build their program in that play area during their turn.

#### 2.2.2 Instructions

As in actual computer programs, instructions form the backbone of the player’s created program. Each instruction card represents a fixed number of instructions (1, 2, or 3). These cards are the base of a card stack created in one of the two playing areas. As the player needs to play this type of card to start gaining points in the game, it is often the card played on their first turn.

Figure 1 shows examples of instruction cards. In the True play area, there is an example of an Instruction-3 card, and in the False play area, there are two Instruction-1 cards.

#### 2.2.3 Repetition

Repeat cards allow the player to multiply the effect of an Instruction, Group, or another Repeat card. These cards represent the concept of a loop. There are three sizes of Repeat cards: 2, 3, and 4. By placing a Repeat card on another Repeat card, the player can form a nested loop. An example of Repeat cards forming a nested loop is shown in the True play area where a Repeat-3 has been placed on a Repeat-2, which is on an Instruction-3, creating a card stack of 18 instructions.

In addition to the fixed-size Repeat cards, there is also a variable Repeat card (called Repeat-X). This card has no advantage by itself; it acts as a Repeat-1 card. This card is used in conjunction with a Variable card. Figure 1 shows an example of its use, along with a Variable card, on the leftmost side of the True play area.

#### 2.2.4 Variables

Variable cards represent the concept of a variable. Placing a Variable card on a Repeat-X increases its multiplicative power. The Variable cards have values of 3 through 6 inclusive. If the Variable card is on the top of the card stack (i.e. not buried by another Repeat card) it can be replaced by another Variable card on a player’s turn.

Figure 1 shows an example where a Variable-5 card is used (leftmost side of the True play area). If the player chooses, they could replace this card with the Variable-3 or Variable-4 card in their hand.

#### 2.2.5 Groups

A Group card represents the concept of a function, method, or procedure in the game. A player can ‘group’ either a single instruction card or a stack of cards (i.e. a collection of Instruction, Repetition and Variable cards) that totals the value of the Group card. Group cards have fixed values of 2 through 6, inclusive. Group cards protect a portion of the player’s program from a Hack cyberattack (see Section 2.2.6). The use of Group cards also

---

3We plan to explore the use of Variable cards and a conditional expression to more accurately represent this concept in a future version of the game.
introduces players to the software engineering practice of source code refactoring [10].

For example, assume that in Figure 1, the False play area also contained an Instruction-2 card. On their turn, the player could play the Group-4 card from their hand to replace the two Instruction-1 cards and the Instruction-2 card, as the three card total is 4. We can see that a similar situation occurred previously on the True path, where a Group-3 card is under a Repeat-X and Variable-5.

2.2.6 Cyberattack. As cybersecurity is an important aspect of modern day software development, Program Wars includes one cybersecurity concept in addition to programming language concepts. This card also makes the game interactive between the players.

The Hack card represents an attack by a malicious programmer. It allows a player to remove one stack of instructions from one of an opponent’s play areas. Card stacks that contain a Group card are protected from being ‘hacked’.

3 PILOT USER STUDY

This section presents a pilot user study that collected both quantitative and qualitative data regarding the playing of Program Wars. The objective of the study was to answer three research questions:

RQ1 Does playing Program Wars lead to players having a better understanding of a computer program?

RQ2 Is a player of Program Wars able to connect game concepts to elements in actual computer programs?

RQ3 What are the players’ impressions of Program Wars?

The remainder of this section presents the methodology used to answer these research questions.

3.1 Methodology

To find answers to our research questions, we conducted a user study. Participants in the study were asked to do the following:

(1) Navigate to the URL for the study. The study was conducted entirely in a web browser. The intent was to allow participants to participate in the study at their own choice of time and at their own pace without influence from the researchers. It was also believed that doing so would lead to more participation in the study.

(2) Complete a demographics questionnaire. This questionnaire collected information about the participant’s background including previous experience with programming concepts, software for teaching programming, and card games.

(3) Complete a pre-game survey. Participants were given five multiple choice questions to test their pre-existing skill at understanding a computer program. For each question, the participant examined a simple arithmetic program containing no input/output statements and responded with what they thought was the computed value. The programs were presented in one of four programming languages (C, Python, Pascal or Fortran), as a goal of Program Wars is to teach the fundamental concepts of programming independent of a specific programming language. The program for each question was the same with the programming language being randomly chosen. For example, assuming

The practices and procedures for the user study were reviewed by a Human Subject Research Committee to ensure that standards for ethical treatment of participants, such as informed consent and privacy, were addressed.

Although participants may have received outside help from peers or online resources during the study, we believe this to be unlikely or to have a minimal effect given the questions asked in the questionnaires.

This choice was made to limit the complexity of the programs and responses.
five different participants, for the first question Participant #1 was shown a C program, Participant #2 was shown a Fortran program, Participant #3 was shown a Pascal program, Participant #4 was shown a C program, and Participant #5 was shown a Fortran program. Figure 2 shows an example of one pre-game survey question using C.7

(4) Play Program Wars. Participants were asked to play three short games of Program Wars.

(5) Complete a post-game questionnaire. Participants were asked five multiple choice programming questions similar to those asked in the pre-game survey. Again, the programs presented were given in one of the four programming languages. The five questions in the post-game survey were paired with corresponding questions in the pre-game survey to require the same knowledge for understanding the program, but not necessarily presented using the same programming language. Figure 3 shows the corresponding post-game Python variant corresponding to the question given in Figure 2. Participants’ post-game responses were compared with their pre-game responses to answer RQ1. Participants were also given four multiple choice questions to assess if they could connect the Grouping, Instruction, Repetition and Variable cards used in Program Wars with elements of a computer program. Figure 4 shows an example of such a question. As with the programming questions, the connection questions were given using a randomly selected programming language from the four languages. The results of these questions were used to answer RQ2. Finally, participants were asked for any qualitative feedback about Program Wars to answer RQ3.

Participants were expected to take 45 minutes to complete the study - 15 minutes for each of completing the pre-game questionnaire, playing three games, and completing the post-game questionnaire. In order to match pre- and post-game questionnaires, participants were asked to provide an email address in both questionnaires. This matching was done by only one of the authors to preserve privacy as much as possible. Once the matching between pre- and post-game questionnaires were completed, this personal identifying information was replaced by a unique study id. Qualtrics was used for presenting and collecting the questionnaire data.

3.2 Participants
The target population for Program Wars is those with little or no programming experience. For the study, participants were recruited from an undergraduate introductory course for non-computer science majors. The course provided a survey of computer science topics, including a one-week introduction to computer programming using Python and Scratch. It was believed that participants from this course would have a high probability of meeting the study criteria (although this was not guaranteed). The course had an enrollment of 80 students, of which over half (46 students) participated in the study.

4 RESULTS
This section presents the results of our pilot study and discusses what we discovered in our evaluation.

4.1 Demographics
All forty-six participants were in the age range of 18-25 years, with 70% reporting as male and 30% as female. The participants were from a wide range of disciplines as shown in Table 1. Roughly half of the participants (56%) had previously used programming learning sites such as Scratch, Code.org, or Khan Academy. Figure 5 shows the participants’ reported level of experience with counting card games (e.g. Poker or Bridge) and video games. Nearly all participants were familiar with such card games and play video games. As may be expected, participants played video games more frequently.

Table 1: Areas of study of the participants.

<table>
<thead>
<tr>
<th>Area</th>
<th>Participants</th>
</tr>
</thead>
<tbody>
<tr>
<td>Arts</td>
<td>9</td>
</tr>
<tr>
<td>Business / Management</td>
<td>9</td>
</tr>
<tr>
<td>Education</td>
<td>4</td>
</tr>
<tr>
<td>Health</td>
<td>1</td>
</tr>
<tr>
<td>Humanities</td>
<td>1</td>
</tr>
<tr>
<td>Social Science</td>
<td>7</td>
</tr>
<tr>
<td>Science</td>
<td>14</td>
</tr>
</tbody>
</table>
4.2 Analysis

This section presents the results of the analysis regarding any improvements in the comprehension of programs written in a programming language (RQ1), how well the participants were able to connect the concepts in Program Wars to elements in an actual program (RQ2), and their impressions of the game (RQ3).

4.2.1 Comprehension of Computer Programs. Trends regarding participants’ improvement in comprehension of a computer program were assessed by comparing whether or not a participant correctly answered similar questions before and after playing the game. If a participant was found to have answered more program comprehension questions correctly after playing the game, an improvement was considered to have occurred. If a participant was found to answer more questions incorrectly after playing the game, program comprehension was considered to have declined. The results show that, when using this approach to evaluate comprehension, 19 participants (56%) had a decline in program comprehension, with 7 (21%) showing improvement and 8 (24%) showing no change. Participants were found to have the most improvement regarding a question containing a simple calculation using variables.

We believe that two factors resulted in the observed decline in program comprehension:

**Limited number of questions.** The pre- and post-game questionnaires were set up so that the knowledge tested by a question was paired (i.e. Question #1 of the pre-game questionnaire tested similar knowledge as Question #1 of the post-game questionnaire). As study participants tend to favour answering fewer questions and to make the pairing manageable, only five questions were asked. Consequently, an incorrect answer in the post-game questionnaire has a significant impact on the results. We plan to have a wider variety and quantity of program comprehension questions in future studies.

**Use of multiple programming languages** To reinforce the program-language independent nature of Program Wars, the computer programs for each question were presented in one of four programming languages. However, it appears that this choice resulted in an unintended amount of confusion among the participants. Although all programming comprehension questions presented “I don’t know” as a response, it is possible that some participants just guessed at the answer. Another threat to the study is the use of Python as one of the programming languages. Originally, the user study was to be conducted early in the semester, before students in the course were exposed to Python. However, due to unanticipated delays, the study was conducted later in the semester around the time when students were being introduced to Python and Scratch. It is unclear how much this timing affected the results of the study.

We plan to restrict the questions to using pseudocode in future studies to reduce this confusion and to remove the risk of participants having a knowledge of the programming language used in the questions.

4.2.2 Connection to Programming Concepts. Table 2 presents the results regarding how well the participants were able to connect the card types in Program Wars to elements of a program expressed in a programming language. As shown by the table, participants most easily made a connection with the concept of a variable but had a harder time identifying the concept of grouping. Participants were
also able to easily match Instruction and Repetition cards to elements in a program. It was found that 3 participants (8%) were able to correctly connect all card types, 10 participants (28%) were able to connect three card types, 10 participants (28%) were able to connect two card types, 9 participants (25%) were able to connect one card type, and 4 participants (11%) were not able to make any connection between card types and program elements. In other words, nearly two-thirds of participants were able to make a connection between two or more of the programming concepts represented in the game and elements of an actual program.

However, as the Variable card is only used with the Repetition card in the game, it is possible that some participants may not have understood that these two concepts are independent of each other. Also, as different programming languages use different constructs and syntax for representing these concepts, presenting programs in a more programming-language-neutral (e.g. pseudocode) may better assess the participant’s improvement or decline in comprehension. We plan to address these two items in our next study.

4.2.3 Player Feedback. Twenty-two participants (61%) provided feedback on Program Wars. Twelve participants commented that once they understood the game’s mechanics (either by watching the video, reading the rules or playing their first game), the game was fun, engaging and easy to play.

Three participants expressed frustration with the random number generator when either they were dealt a hand without instruction cards and it took several turns to make progress, or they completed their program on one path and the other path was repeatedly selected, leading to the AI winning instead. One participant expressed frustration at how often the AI hacked their program. Finally, responses from five participants indicated misunderstandings with how a game ends.

5 IMPROVEMENTS TO PROGRAM WARS

Following the user study, we made two significant improvements to Program Wars, as well as a number of improvements to the user interface (e.g. player’s progress) and usability (e.g. redraw hand) (labelled as “Version 2” in Figure 1). This section provides details for these two improvements.

5.1 Cyberattacks and Cybersecurity

A participant of the study commented that “…once I got the hang of the basics, there wasn’t much room to improve.”, a sentiment echoed by two others. Therefore, we added two new cyberattack cards and corresponding counters for these cards to provide more complex player interactions and gameplay strategies.

5.1.1 Cyberattacks. The two new cyberattack cards are Malware and Power Outage.

The Malware card represents the concept of a computer virus, Trojan horse, worm, ransomware, spyware, scareware or adware. The intent of the Malware card is to slow down an opponent’s computer, hence the card’s effect is to reduce an opponent’s instruction total by 25% (i.e. the player’s program is only 75% effective).

The Power Outage card represents the occasion when electricity stops flowing to a computer, such as someone tripping on the power cord or hitting a power switch, or a tree branch knocking down a power line. The effect of the Power Outage card is to prevent a player from playing any further cards on their playing areas.

Figure 1 shows an example of both of these cards. Note that the player’s True portion of their program has been reduced from 33 to 25 (\(33 \times 0.75\)). The player’s False portion is also affected, however as the number of instructions is small there is no practical effect (\(2 \times 0.75 = 2\)). The player is currently also under the effect of a Power Outage and can only play either the Hack or Malware card from their hand, or redraw their entire hand.

5.1.2 Cybersecurity. To counter the cyberattacks, two types of cybersecurity cards are provided: safeties and remedies. The safety cards are Firewall, Generator, and AntiVirus. The remedy cards are Battery Backup and Overclock.

Safety cards protect a player from specific cyberattacks for the remainder of the game. The Firewall card protects a player’s program from Hack cards, the Generator card protects the player from Power Outage cards, and the AntiVirus card protects the player from Malware cards. There are only one of each of these cards in the deck no matter the size of the deck. Figure 1 shows the player with a Firewall safety card.

Remedy cards either prevent or counter one cyberattack, depending on whether the card is played before or after the player is attacked. The Battery Backup card counters a Power Outage, and Overclock counters a Malware attack. Overclock also ‘speeds up’ a player’s program by 25% (i.e. the player’s total number of instructions is 125% of the total of their cards). Once a remedy card is used to counter an attack, it and the cyberattack card are discarded.

5.1.3 Expanded Scoring. The winning condition for a game is reaching a target number of instructions on the currently selected True or False path. We expanded the scoring for the game to reward players for practising what may be considered good programming practices (e.g. the use of Group cards to promote the concept of “refactoring” [10]).

The scoring for the game now also considers the size of the player’s program (i.e. the number of instructions in both play areas) and the use of ‘good programming practices’. Players are rewarded for their use of modular programming (i.e. Group cards), repetition and variables. The player is also rewarded for completing their program, good cybersecurity practices (i.e. the use of Safety cards and having a malware-free system), and not overheating their system (i.e. no overclocking). These bonuses reinforce the need for a player to make strategic decisions during the game.

6 CONCLUSION

This paper presented the web-based card game, Program Wars. Program Wars uses simple vocabulary for teaching the fundamental programming language concepts in a programming-language-independent manner. A pilot user study conducted on Program Wars showed that connecting game concepts to actual programming language elements were possible for most participants. However, due to the choice of having multiple programming languages and other confounding factors, it was unclear if the participants’ ability to understand a computer program was improved.
REFERENCES


